The useReducer hook in React is a more advanced alternative to the useState hook for managing state. It is particularly useful when state transitions depend on the previous state and when the state logic becomes complex. useReducer is often used for managing more intricate state management in larger and more structured applications. It follows the same principles as the traditional Redux pattern.

Here's how useReducer works, along with an example:

Creating a Reducer Function:

The first step is to create a reducer function. The reducer is a pure function that takes the current state and an action as arguments, and returns a new state. The reducer should always return a new state object to trigger a re-render. Here's a simple example:

const initialState = 0;

const reducer = (state, action) => {

  switch (action.type) {

    case 'increment':

      return state + 1;

    case 'decrement':

      return state - 1;

    case 'reset':

      return initialState;

    default:

      return state;

  }

};

Using useReducer:

To use useReducer, you pass the reducer function and an initial state to the useReducer hook. It returns the current state and a dispatch function for sending actions to the reducer. Here's how you use it in a component:

import React, { useReducer } from 'react';

function Counter() {

  const [count, dispatch] = useReducer(reducer, initialState);

  return (

    <div>

      <p>Count: {count}</p>

      <button onClick={() => dispatch({ type: 'increment' })}>Increment</button>

      <button onClick={() => dispatch({ type: 'decrement' })}>Decrement</button>

      <button onClick={() => dispatch({ type: 'reset' })}>Reset</button>

    </div>

  );

}

export default Counter;

Dispatching Actions:

In your component, you can use the dispatch function to send actions to the reducer. Actions are plain JavaScript objects with a type property that indicates what operation to perform. When an action is dispatched, the reducer function is called with the current state and the action. The reducer returns the new state, which is then used to re-render the component.

In the example above, when a button is clicked, an action object is dispatched to increment, decrement, or reset the counter. The reducer updates the state accordingly.

Payload

You can add a payload to your actions in the useReducer example to pass additional data to the reducer function. Here's an updated example with actions that include a payload:

import React, { useReducer } from 'react';

const initialState = 0;

const reducer = (state, action) => {

  switch (action.type) {

    case 'increment':

      return state + action.payload;

    case 'decrement':

      return state - action.payload;

    case 'reset':

      return initialState;

    default:

      return state;

  }

};

function Counter() {

  const [count, dispatch] = useReducer(reducer, initialState);

  return (

    <div>

      <p>Count: {count}</p>

      <button onClick={() => dispatch({ type: 'increment', payload: 2 })}>Increment by 2</button>

      <button onClick={() => dispatch({ type: 'decrement', payload: 1 })}>Decrement by 1</button>

      <button onClick={() => dispatch({ type: 'reset' })}>Reset</button>

    </div>

  );

}

export default Counter;